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Abstract

We present a simple and efficient spatial object indexing scheme based on the minimum bounding rectangles (MBR) of the objects for use in applications in geographic information systems (GIS). We also provide the rationale behind the simple indexing scheme instead of other complex hierarchical indexing approaches such as the R-tree and its variants.

1 Introduction

In geographic information systems (GIS), efficient handling of spatial data such as locations of rivers, roads, gas pipelines, and cities is the key factor governing the overall performance of the systems. Especially the efficient implementation of the spatial relational operators defined in the spatial data model of the GIS is of crucial importance. Databases for GIS thus use various index mechanisms to facilitate efficient retrieval of the relevant spatial data with the spatial relational operations.

Index in this context is a means of accelerating database queries. By creating an index on an item in a database table, not only will this ensure referential integrity, but it will also enable queries to be completed quicker, providing that the field that the index has been created on, is used in the query statement [1].

A number of different representations of data have been proposed for handling spatial data. One popular approach is based on the concept of a minimum bounding rectangles (MBR). As shown in Figure 1, only four numbers ($x_{min}, y_{min}, x_{max}, y_{max}$) are sufficient to represent an MBR.

In this paper, we present a simple and efficient spatial object indexing scheme based on the minimum bounding rectangles (MBR) of the objects for use in applications in geographic information systems (GIS). We then provide the rationale behind our choice of the simple indexing scheme over other complex hierarchical indexing approaches such as the R-tree [4] and its variants.

2 Principles of the R-tree

In this section, before we proceed to introduce our simple indexing scheme based on the minimum bounding rectangles, we briefly describe the principles of the R-tree and discuss the drawbacks of applying these mechanisms for our GIS applications.

The minimum bounding rectangles (MBR) of spatial objects preserve the most essential geometric properties of the object, that is, the location of the object and the extension of the multi-dimensional object in each axis [2]. In this paper, we only consider two-dimensional objects for GIS, but the idea can be easily extended to higher dimensional objects.

The MBR of the objects may be grouped into hierarchies, and then stored in another structure such as a B-tree. The R-tree [4] and its variants such as the R*-tree [6] and the R+-tree [2] are examples of this approach. The R-tree and its variants are probably one of the most popular access methods for rectangles.

An R-tree is a $B^+$-tree where a non-leaf node contain entries of the form (pointer to a child node, MBR of all rectangles of the child node). A leaf node contains entries
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Figure 1: Minimum Bounding Rectangles (MBR)
of the form (reference to the spatial object in the database. MBR of that spatial object). In addition, an R-tree satisfies the following properties:

- The root has at least two children unless it is a leaf.  
- All leaves appear on the same level.  
- Every non-leaf node has between \( m \) and \( M \) children unless it is the root.  
- Every leaf node contains between \( m \) and \( M \) entries unless it is the root.

where \( M \) is the maximum number of entries that will fit in one node and \( m \) is a parameter specifying the minimum number of entries in a node such that \( 2 \leq m \leq M/2 \).

The R-tree uses a heuristic optimization criterion to minimize the area of each enclosing rectangles in the inner nodes. Other variants of R-tree incorporate additional refined heuristic optimization criteria, but the principles of R-tree remain same [3].

### 3 MBR-based Simple Indexing

Our simple spatial object indexing scheme is also based on the minimum bounding rectangles (MBR) of the objects, but the rectangles are not grouped into hierarchies as in the R-tree. Instead the MBRs are associated with each object stored in a relational database. The MBR part for each object has the form shown in Figure 2.

Spatial query is processed in two steps, called filter and refinement step [3].

1. **filter step**: Find all objects whose MBR is relevant with the spatial operation.

2. **refinement step**: For those objects, check whether they really fulfill the query condition using the exact representation as necessary.

Our indexing scheme is focusing on the filter step in that it attempts to filter out irrelevant objects as early as possible before the costly refinement step is performed.

Our MBR-based indexing do not need any additional procedure to implement on a database. We can simply add one MBR condition to the query as shown in Figure 3 and 4.

**Figure 2**: MBR Schema

<table>
<thead>
<tr>
<th>x.min</th>
<th>y.min</th>
<th>x.max</th>
<th>y.max</th>
</tr>
</thead>
<tbody>
<tr>
<td>lower left x</td>
<td>lower left y</td>
<td>upper right x</td>
<td>upper right y</td>
</tr>
</tbody>
</table>

SELECT a.foid FROM county a, gasoline b
WHERE (b.length > 1000)
AND INTERSECT(a.location, b.location) = 1;

**Figure 3**: Query without MBR.

SELECT a.foid FROM county a, gasoline b
WHERE (b.length > 1000)
AND NOT((a.x_max < b.x_min) or
(a.y_max < b.y_min) or
(b.x_max < a.x_min) or
(b.y_max < a.y_min))
AND INTERSECT(a.location, b.location) = 1;

**Figure 4**: Query with MBR.

The four sub-conditions within the \( \text{NOT} \) expression form the condition for two MBRs to be disjoint (disjoint index condition). Thus the overall expression is the condition for two MBRs to be non-disjoint which has the possibility to intersect.

For the queries which test the \( \text{DISJOINT} \) spatial relationship, the condition can be simply replaced with the \( \text{disjoint index condition} \) as mentioned above. In our GIS system, this transformation of queries to use the MBR-based indexing is performed automatically by analyzing the spatial operation in the query.

### 4 Discussion

Our early experiments with the MBR-based simple indexing demonstrated promising results and showed the effectiveness of the scheme on real GIS data. For the example query shown in Figure 3, the modified query in Figure 4 using the MBR-based simple indexing produced results about three times faster than the original query. In this section, we discuss the benefits and effectiveness of our indexing scheme

- It is simple and easy to implement on relational
databases. As presented in Section 2, the R-tree and its variants use B+-tree structure to hierarchically organize the MBRs. Thus it is hard to implement and maintain especially on existing databases.

- It is a generic scheme and thus system independent. Other complex index schemes such as the R-tree need special embedded procedures, which are system dependent, to implement the complex index algorithms.

- Since the MBR of each object is generated when the object is stored into the database, there is only static overhead but no runtime overhead to maintain the index.

- It can take advantage of the efficient built-in database access methods to use the indexing scheme instead of the complex external procedures. Databases are optimized to effectively handle queries and thus we do not have to develop additional optimization at the level of indexing algorithm.

5 Conclusion

In this paper, we presented a simple MBR-based spatial object index scheme for relational databases and discussed the rationale behind the simple indexing scheme over other complex hierarchical indexing methods. Initial results are promising for our GIS applications where relational databases are used to store the spatial objects. Currently, we are investigating the effectiveness of the simple indexing with various operating parameters. It seems that the effectiveness of our MBR-based simple indexing grows as the size of the data increases to a certain degree, but yet we need extensive experiments to identify the relationship.

We are also planning to perform comparative experiments with other schemes such as the R-tree and Quadtrees [5].
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