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요 악

본 연구는 유비쿼터스 컴퓨팅 환경에 존재하는 다양한 서비스들 간의 상호 작용을 지원하는 서비스 상호 작용 브로커의 설계와 구현에 대해 소개한다. 유비쿼터스 컴퓨팅 환경을 위한 서비스 상호 작용 브로커는 (1) 소형 기기에서도 통치가 가능해야 하며, (2) 환경에서 제공되는 다양한 서비스들과 상호 작용이 가능해야 하며, (3) 확장성이 용이해야 한다. 본 연구에서 개발한 서비스 상호 작용 브로커는 브로커의 기능을 제거함으로써 시스템을 크게 줄였다. 또한 다른 뷰 서비스 미들웨어들과의 상호 운용성을 갖추고 있다. 마지막으로 계층화된(layered) 구조를 채택하여 확장이 용이하도록 하였다.

1. 서론

유비쿼터스 컴퓨팅 환경에서는 컴퓨터 및 네트워크 기능을 내재된 지능객체(smart object)들이 서로 상호 작용하며 사용자에게 최적의 서비스를 제공한다[1]. 유비쿼터스 컴퓨팅 환경의 효과적인 구축을 위해서는 지능 객체 간 또는 지능 객체와 외부 서비스 간의 상호 작용을 지원하기 위한 서비스 상호 작용 브로커가 필요하다.

이러한 상호 작용을 지원하기 위한 분산 객체 미들웨어는 가장 대표적으로 CORBA와 DCOM을 비롯해서 자바의 RMI, 그리고 웹서비스 미들웨어로서 가장 널리 사용되는 AXIS가 있다. 하지만 이들 미들웨어들은 대부분 데스크탑 이상의 서버 구조를 필요로 하여 구현이 어렵다. 따라서 필요한 컴퓨터 성능이나 메모리 크기등과 관련해 미들웨어 작동 환경에 대한 요구조건이 유비쿼터스 환경에서 사용되는 소형 기기들과는 다르다는 문제점이 있다. 따라서 이들 미들웨어들을 유비쿼터스 컴퓨팅 환경의 소형 기기들로 구현하기 위한 연구가 진행되고 있다.

본 논문은 Service Interaction Broker (이하 SIB)라는 기존 분산 객체 미들웨어의 주요 기능을 계승하고 브로커의 성능을 향상시킨 새로운 서비스 작용 브로커를 개발하였다. SIB는 계층화(layered) 구조로 되어 있어 미들웨어의 주요 기능을 다른 기능들에 영향을 미치지 않고 고체화할 수 있으며, 소형 기기에 부담할 수 있는 것을 분산화하여 용량 제약을 고려하여 설계되었다. 이러한 SIB는 유비쿼터스 컴퓨팅 환경을 가장 널리 사용하는 프로젝트인 Active Surroundings에서 주요 서비스들과 움

2. 관련 기술

CORBA (Common Object Request Broker Architecture)는 200여개의 연구기관, 기업, 학교가 객체 기술 연구를 위해 만든 OMG (Object Management Group)에서 표준을 제정, 관리하는 분산 객체 미들웨어 기술이다[5].

DCOM (Distributed Component Object Model)은 Microsoft사의 분산 컴포넌트 모델 구현이다. 이 모델은 오픈 Microsoft사의 운영체계에서만 지원되기 때문에 다양한 환경에서 작동해야하는 유비쿼터스 환경의 기기를 지원할 수 없다.

AXIS(Apache Extensible Interaction System)[2]는 Apache SOAP 프로젝트의 차세대 형태로서, 자바 언어에 기반을 둔 SOAP의 오픈 소스 프로젝트며, 가장 널리 사용되고 있는 웹서비스 개발 미들웨어이다. 하지만 AXIS는 Java 2 Enterprise Edition (J2EE) 라이브러리를 비롯한 라이브러리를 사용하므로 많은 자바 라이브러리들을 사용하고 있기 때문에 그 크기가 상대적으로 매우 크다. 따라서 소형기기에 탑재할 수
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없다는 제약 조건을 가지고 있다.
따라서 우리는 AXIS와 WSOA이 가지고 있는 이러한 단점들을 고려하여 Web Services 클라이언트 및 서버 모듈을 모두 지원하는 경량화된 SIB를 구현하였다.

3. 디자인 고려사항

SIB는 주요 기능들을 다른 기능들에 영향을 미치지 않고 교체할 수 있는 계층화(layered) 구조, 소형 기기들에 탑재될 애플리케이션 개발을 위한 경량화, 그리고 태 웹서비스 미들웨어들과 상호운용성을 부여하는데 초점이 맞춰져 있다.
다음은 본 연구를 통해 새로운 디자인한 SIB의 전체 구조를 나타낸 그림이다.

![그림 1. SIB 구조](image)

위에서 보이는 바와 같이 SIB는 크게 세 개의 계층으로 구성되어 있다. 가장 상위 계층은 원격 메소드 호출을 담당하는 Remote Call Object와 실제 웹을 통해 서비스가 로직을 맡고 있는 서비스 객체 및 서비스 객체 간을 관리하는 Object Adaptor가 위치한다. 중간 계층은 객체 호출 및 인자들 표준 규칙에 맞춰 SOAP 메시지로 변환, 전송하며, 하위 계층은 이러한 SOAP 메시지를 HTTP 프로토콜을 이용해 실제로 전송을 수행한다.
이 아키텍처는 다른 계층들에 영향을 주지 않고 세부 구현에 투명하게 교체될 수 있도록 계층들간의 인터페이스가 디자인되어 있다. 가령 SOAP 메시지 전송수단은 HTTP가 아닌 다른 프로토콜을 사용하고자 할 경우, 다른 프로토콜을 지원하는 통신 구현이 계층들간의 인터페이스를 구성하고 있다면 다른 계층들에 전체 영향을 미치지 않고 간단히 교체할 수 있다.
SIB는 현재 SOAP 1.1의 표준을 지키고 있으며 상호호환성 테스트를 위해 아파치의 AXIS 및 Wingfront의 WSOA를 기준으로 상호 통신이 가능하도록 디자인 되었다. 현재 지원 가능한 타입은 Integer, String과 같은 기본 타입들과 기본 타입의 배열, 개발자가 선언한 구조체 및 구조체의 배열, 중첩된 구조체와 그 배열들이다.
Remote Call 및 Object Adaptor 계층은 애플리케이션 개발자가 쉽고 간편하게 미들웨어의 기능을 이용할 수 있도록 inout, out, 파라메터나 서비스 생명주기 관리 정책과 같이 자주 사용되지 않는 기능을 외장화해 제시되지 않은 인터페이스의 형태로 디자인되었다. 그리고 애플리케이션 로직에 따라 Callback 메커니즘을 사용해야 할 경우 이를 편리하게 지원할 수 있도록 Object Reference 개념을 도입하여 개발자가 원격 객체의 해체모델을 원격 메소드 호출의 인자로 손쉽게 전달할 수 있게 제공하고 있다.

4. 구현

개발은 Linux Redhat 8에서 자바 언어로 이루어졌다. 개발은 Sun의 Java Development Kit 1.5를 사용했으며 소스 및 바이너리 코드는 자바 버전 1.2를 기준으로 제작되었다. SOAP과 WSDL 메시지 제작 및 해석을 위한 XML 파싱은 SAX 파서를 이용했으며, 파서 구현은 아파치에서 제공하는 xerces를 이용하였다.
SIB에서 HTTP 메시지를 처리하는 서버는 I/O 모델 측면에서 두 가지 버전으로 제작되어 있다. 하나는 클라이언트의 Request를 하나의 쓰레드를 할당하여 처리하는 방식으로, 이는 크기가 작고 구현이 간단하며 개발자가 쓰레드에 대해 고민할 필요 없이 서비스 객체를 개발할 수 있다. 하지만 Request의 수에 따라 서버 쓰레드의 수가 비례해서 증가하기 때문에 리소스를 많이 사용하며 멀티 쓰레드들간의 컨텍스트 스위칭으로 인해 성능이 저하되는 문제가 있다.
다른 하나는 Java 1.4의 NIO 기능을 이용하여 단일 쓰레드에서 Non-Blocking 소켓과 I/O 멀티플렉서를 이용하여 구현하였다. 이 방법은 상대적으로 구현이 복잡하고 최선의 자바 실행환경이 필요하며, 서비스 객체 개발자가 필요에 따라 서비스 객체 내에서 직접 쓰레드를 생성해서 구현해야 한다는 단점이 있다. 하지만 서버 로직을 처리하기 위
해 쓰레드를 단 한 개만 사용하기 때문에 리소스 사용이 적고, 쓰레드간 컨텍스트 스위칭 없기 때문에 수행속도가 빠르다. 따라서 많은 Request를 처리할 필요가 없는 작은 소형 기기는 전자의 I/O 모델을 사용하여 크기를 줄이는 것이 낫고 상대적으로 많은 Request를 처리해야 하는 경우에는 후자를 선택하는 것이 바람직하다. 물론 이러한 I/O 모델들은 위에서 설명한 것처럼 다른 코드에 영향을 미치지 않고 설계 짜볼 수 있다.

SOAP 메시지를 만들고 해석하는 부분을 구현하는 과정에서 우리는 JUnit 프레임워크를 이용한 유닛 테스트를 작성하여 테스트 수행을 자동화하였다. 이러한 테스트들은 미들웨어가 SOAP 메시지 해석과 작성 기능이 정상적으로 작동하지 검사한다. 이를 이용해 단일 개발자가 코드를 수정했을 경우, 해당 수정 부분이 기존 SOAP 메시지 작성 및 해석 기능 수행에 영향을 미치지 않도록 하여 개발 능률을 크게 향상시킬 수 있었다.

5. 테스트

SIB가 소형 기기에서 성공적으로 작동하지 확인하기 위해 Active Surroundings 환경에서 사용되는 서비스들과 연계하여 간단한 대모 애플리케이션을 작성하였다. 소형 기기는 HP사의 iPaq RX3700 PDA를 이용하였다. 대모 애플리케이션은 Active Surroundings의 디스커버리 서비스를 통해 현재 대모 내에 사용 가능한 서비스가 무엇이 있는지 그 목록을 전달 받아 화면에 표시한다. 만일 대모 내에서 새로운 서비스가 발견되어 서비스 목록에 변경이 생겼을 경우, 디스커버리 서비스는 원격 메소드 호출을 통해 새로운 목록을 PDA에 전송한다. 이 대모 애플리케이션 시나리오를 통해 우리는 다음의 사항을 테스트 할 수 있다.

(2) PDA에 탑재된 미들웨어가 서비스 객체를 등록하여 외부 메소드 호출을 처리할 수 있는가.
(3) 플랫 메커니즘이 동작하는가.

6. 결론 및 향후 과제

본 연구를 통해 우리는 유비쿼터스 컴퓨팅 환경에서 소형 기기들이 외부 서비스들과 상호 통신하는 애플리케이션을 쉽게 작성할 수 있도록 지원하는 미들웨어를 개발하였고, 가정 내 유비쿼터스 컴퓨팅 환경을 구현하기 위한 Active Surroundings 프로젝트 환경에서 성공적으로 테스트를 수행하였다.

차후 본 구현은 좀 더 다양한 애플리케이션 구현을 통해 기능을 보완, 발전시킬 것이며, PDA보다 더 작은 소형 기기를 지원할 수 있도록 J2ME의 CLDC 환경을 지원할 예정이다.
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