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ABSTRACT

Reusing software components without proper analysis is very risky because software components can be used differently from the way that they were developed. This paper describes a new testing approach for reusing software components. With this new approach, it is possible to automatically decide if software components can be reused without retesting. In addition, when retesting is required for reusing software, test cases are generated more efficiently using the previous testing history.

1. Introduction

The reusability of software components is a major issue of software developers because reusing software components can save development time and effort. In addition, it can reduce errors [1]. Generally, reusable software components are regarded safe because they are tested during development; however, reusing software components can be risky if they are not reanalyzed for reuse. Although software components have passed testing in the development environments, there can be problems in reusing them in their new environment. Therefore, the reanalysis must be required before they are reused, and it often requires additional tests. This paper describes a new testing approach for reusable software components. This new approach is based on studies of software testing using a Markov chain [6].

2. Testing procedure for software reuse

Generally, reliable software testing is testing that finds many errors, but this concept is too abstract. We define reliable testing differently. Software testing is defined as the process of demonstrating correspondence between a program and its specification [3][8]. Therefore, the procedure for testing software can be considered as a simulation of the software usage, and when the software is tested as close as possible to its real usage, we can say that it is reliable software testing. Our approach is based on this idea. In this section, the procedure of the new approach is described.

Our testing approach consists of five steps. In the first step, the usage model [2][6][10] for the new environment is created when a software component is reused. The usage model is a Markov chain that shows the expected behavior of a software component in the new environment. In the second step, the initial test cases are generated and executed if the previous test history is not available. The third step is to create and update the test model [2][10], which keeps the previous test history. The fourth step is to measure the stopping criterion using the difference between the usage model and the test model. In this step, it will be decided whether or not retesting is required when a software component is reused. The fifth step is to generate and to execute test cases for retesting a software component when additional tests are required. After generating and executing test cases for software reuse, the fourth step is repeated to decide if the software component needs more testing before reusing it. Figure 1 illustrates the general process of the approach.

2.1 Usage model creation

The usage model is a Markov chain that simulates the actual usage of a software component by assigning probabilities on arcs based on the behavior of a software component. The usage model consists of states and arcs. The states represent statuses of the software behavior, and all states must be unique to present different statuses of the software behavior. In addition, the states must obey the Markov property that the next state is determined independently of the previous states: furthermore, all states are connected by the directed arcs. The arcs in the usage model usually represent inputs applied to a software component. Inputs can come from users, systems, and
other software components; thus, they can cause transitions from one state to other states. Each arc in the usage model is also associated with a probability to simulate the actual usage. There are several ways to assign the probabilities into arcs, such as real data from the prototypes, customer surveys, or the judgment of domain experts [6]. However, in the case where the actual usage is unknown, the probabilities can be assigned uniformly [10].

Generally, when a software component is reused in a new environment, the functions of the software component are not changed. Only their usages are changed. Therefore, the usage model can be rebuilt by assigning different probabilities to reflect the new environment.

2.2. Initial test case generation

This step is performed only when the previous test model is not available. To create the initial test model, several test case generation methods using the usage model can be used in this step, such as all path generation and statistical methods. In this paper, the random test case generation, which is one of the statistical methods, is used to generate the initial test cases for the case study. After the initial test is performed, all test results are recorded on the test model, which has the same structure of the usage model but has frequencies instead of probabilities.

2.3. Test model update

The test model is critical in finding the areas where more tests are needed when a software component is reused. The test model is created by initializing the usage model with the same states and arcs: the difference is that it uses the frequency counts instead of the probabilities in the usage model as the arc labels. Initially, the frequencies of the arcs in the test model are set to zero, and whenever inputs are used in test cases during testing, the frequency of the corresponding arc increases by one. Moreover, to handle errors, the failure state is used, so whenever an error occurs, the frequency of the arc between the current state and the failure state increases by one.

In the new approach, multiple test models are maintained instead of the original single test model. The problem of using a single test model is that unnecessary retesting may be performed when a software component is reused. For example, sometimes, the difference between the new usage model and the test model may be significant although a very similar usage model was previously used. In this case, unnecessary testing is required to reduce the difference between the new usage model and the test model. To avoid this problem, all test models must be kept separately instead of using a single test model to keep the test history. Therefore, when a software component is reused, the new usage model is compared to the history of the test models. If there is a similar test model to the new usage model, a software component is reused without retesting. However, if there is no test model that is similar enough, retesting is necessary.

In this approach, all test models are kept in addition to the main test model that is the same test model in another articles [2][10], and test cases are generated based on the most similar test model. When test cases are applied, not only the most similar test model is updated but also the main test model is updated, and both updated test models are kept in the test history. Using this approach, it is possible to find out if there is a similar usage model that was used before. When test case generation is needed for the new usage environment, the number of test cases can be reduced because test cases are generated based on the most similar test model. Figure 2 illustrates the updating of the test model.

Using this method, all test models can be maintained in addition to the main test model, so when a software component is reused, it is possible to find out if a very similar usage model has been previously used. In the case where retesting is required, the number of test cases can also be reduced because the test cases are generated based on the closest test model.

![Figure 2. Updating the Test Model](image)

2.4. Stopping criterion

For software reuse testing, the same stopping criterion used in the software development process is not very useful. Therefore, a new stopping criterion is needed for software reuse testing.

In this paper, the difference between the usage model and the test model is used as the stopping criterion for software reuse. When a software component is reused, the new usage model might have different arc probabilities from
the previous usage model. Therefore, in order to find that the new usage model is similar enough to the test model, the difference is measured. If the usage and test models are similar, it means that a software component has been tested according to the actual usage in the new environment. In this case, no more tests are required to reuse a software component. However, if the difference is significant, additional tests are required because a software component has been tested significantly different from the usage in the new environment. In this case, retesting is performed until the test model is similar enough to the new usage model. Therefore, the simple linear regression method is used to measure the difference between the usage model and the test model focusing on the inputs.

2.4.1. Simple Linear Regression
Regression analysis is generally used to describe the relationship between two or more variables [4], and linear regression is used to show variables are linearly related. In this study, simple linear regression is used to show if the usage model and the test model are the same. In this approach, the usage model becomes the independent variable \( X \), and the test model becomes the dependent variable \( Y \). In addition, the expected frequencies are computed for the arcs in the usage model. To show that the difference between two models is not significant, the intercept \( (\beta_0) \) and the slope \( (\beta_1) \) are estimated using the least square method, and we check if the intercept is close to zero and if the slope is close to one. In addition, to check how precise the estimated slope and intercept are, the confidence intervals for the slope and the intercept must be estimated.

Since both the slope and the intercept are considered in our problem, the joint confidence intervals for the slope and the intercept should be calculated. In this study, the Bonferroni method [5] is used. The Bonferroni method is very simple and guarantees joint confidence coefficient intervals of at least \( 2\alpha \) when the slope and the intercept are separately estimated with confidence intervals for \( \alpha \). If the confidence intervals are small, the estimated value is more precise.

To decide the difference between the usage model and the test model, the hypothesis test is performed. In this study, we want to check that the usage and the test models are the same. To be the same, the slope must be one, and the intercept must be zero. Therefore, the null hypothesis and the alternative hypothesis for our problem are as follow:

\[
H_0 : \beta_0 = 0 \text{ and } \beta_1 = 1,
\]

\[
H_a : \beta_0 \neq 0 \text{ or } \beta_1 \neq 1
\]

The values of \( t_0 \) and \( t_1 \) for the hypothesis test are computed as follows:

\[
t_0 = \frac{a}{S_a}, \quad t_1 = \frac{b-1}{S_b}
\]

If both values are between \(-t(1-\alpha/4; n-2)\) and \(t(1-\alpha/4; n-2)\), the null hypothesis is accepted with \((1-\alpha)\) confidence, and it is concluded that the usage model and the test model are the same. This being the case, a software component can be reused without additional testing. Otherwise, it is concluded that the usage model and the test model are different, and retesting is required.

2.5. Test case generation of retest
When a software component needs additional testing for software reuse, it is possible to use existing test case generation methods. However, the problem with using the existing methods is that unnecessary testing may be performed because they do not use the previous testing information when generating test cases. If it is possible to use the previous testing information to generate test cases, then unnecessary testing can be avoided.

The purpose of this step is to minimize the differences between the usage model and the test model using a smaller number of test cases. In this step, the random test case generation method is also used like the initial test case generation. However, the difference of each arc between the usage and the test models is used to generate test cases instead of the probability in the usage model. When the difference is used for testing, it is useful to find which areas need more testing, and more test cases are generated from the areas with high differences.

Generally, the differences \( d \) between the usage model \( UM \) and the test model \( TM \) are calculated by subtracting the frequencies of the arcs in the test model from the expected frequencies of the arcs in the usage model.

\[
d_{i,j} = UM_{i,j} - TM_{i,j}
\]

In this case, the differences can have three values, positive, negative, or zero, and they can have different meanings. The positive values mean that more tests have been performed on the arcs. The negative values show that too many tests have been performed on the arcs. Therefore, only positive values are needed to generate test cases because the areas with positive values need additional testing. However, the information about the arcs with negative values should be considered for the test case generation. To keep the order of the differences and to make all values of the differences positive, all differences
are subtracted by the smallest value. In this case, the smallest difference becomes zero, but this can cause a problem when generating test cases. When the value is zero, the arc with a zero difference is not used to generate test cases. Therefore, if the arc with a zero difference is only the arc from one state to another state, generating test cases might be problematic because some test case sequences cannot be completed. Therefore, to avoid this problem, we must add one to all the differences to eliminate the zero value. Therefore, the differences used in generating test cases are computed as follows:

\[ d'_{i,j} = d_{i,j} - \min_j(d_{i,j}) + 1 \]

After the differences for all arcs are calculated, these differences can be easily converted to probabilities and used to generate test cases in the same manner as the random test case generation with probabilities.

3. Case study

For the case study, double list com of the Ada 95 Booch components [http://www.pogner.demon.co.uk/components/bc/] was used. Booch components have 30 components including Bags, Graphs, Lists, Queues, Rings, Sets, Stacks, etc. We selected Double_List for the case study. It has 28 public, 4 generic and 12 private functions and procedures.

In the case study, first, an initial usage model had to be created. Once the initial usage model was created, then the initial test cases were generated. After that, the initial test was performed, and the initial test model was created using the test results. Once the initial usage and the initial test models were created, then the software component was tested for reuse.

3.1. Usage model creation

In this case study, the usage model was created using the operational mode [12], which is a formal characterization of the status of one or more internal data objects that affect software behavior.

In the double list Booch component, there are two operational modes, number_of_lists and null_list, and they have values as follow:

- no_of_lists = \( \{0, 1, 2\} \)
- null_list = \( \{null\_both, null\_1, null\_2, not\_null\} \)

Using the operational modes, states in the usage model are created by the combination of the operational mode values, and there are the following 10 states.

1. (Start) 2. (0)
3. (1, null_1) 4. (1, not_null)
5. (2, null_both) 6. (2, null_1)
7. (2, null_2) 8. (2, not_null)
9. (Error) 10. (Termination)

After the state creation, inputs should be defined. To define the inputs, the category partition method [7] was used. Using the category partition method, 65 valid and 66 invalid inputs were defined for the double list Booch component. These inputs were grouped in 26 groups, from A to Z. The following figure shows the usage model for the software component. In this model, uniform probabilities are used.

![Figure 3. Usage Model for Double List](image)

3.2. Initial test case generation

Because the testing history and the test model were not available for the Booch components, the initial test cases were generated using the random test case generation method. In this particular case, it generated 2588 test cases. Using these results, the initial test model is created.

3.3. Results analysis

The first step was to check to see if the simple linear regression method was appropriate for our problem, so the aptness of model test was performed. Second, to check the efficiency of the new method, the results of the new test case generation method were compared to the results of the random test case generation.

3.3.1. Aptness of Model

To check if the simple linear regression method was appropriate for our problem, the following four types of departures were considered using the residual analysis [5][9].

1. The regression function is not linear.
2. The error terms do not have constant variance.
3. The error terms are not independent.
4. The error terms are not normally distributed.
In addition to the residual analysis, ANOVA (Analysis of Variance) table was created and used to test if there was a linear relationship. The results were analyzed after 10,000 test cases were run, and both, the new method and the existing method, had no problem about using simple linear regression method. In this paper, the results of the analysis are described in detail.

3.3.2. Reducing differences

In the new approach, it is expected that the difference between the usage model and the test model is more efficiently reduced. Therefore, in this case study, the results of the new test case generation method are compared to the results of the random test case generation to show how efficiently the new approach is in reducing the difference. To compare the results, the intercept, and the slope, are monitored at every 2,000 test cases. These plots help to see how both the usage model and the test models become close in both methods. In this study, 90% confidence for the slope and the intercept is used.

Figures 4 and 5, display the change of the slope and the intercept for the new test case generation and the random test case generation.

As shown in Figure 4, the values of the slope are getting close to one in both methods. However, the slope of the new method is always closer to one, and the new method is more efficient.
faster in becoming close to one. In the new method, the slope reaches 0.99 after 6,000 test cases, but when random test case generation is used, the slope reaches 0.99 after 12,000 test cases. In addition, when the new method is used, the width of the confidence intervals is always smaller as displayed in Figure 5. It shows that when the new method is used, the estimated slope is more precise.

The figures 7 and 8 show that the data in both methods become straight-lines. It means that the test model becomes closer to the usage model when test cases are applied, but the data in new method is much closer to a straight-line than the data in the random test case generation.

In our study, the Bonferroni method is also used to compute the joint confidence intervals for stopping criterion. In our problem, we want to examine if the usage model and the test model are the same. Therefore, to stop testing, the following hypothesis testing is performed.

\[ H_0: \beta_0 = 0 \text{ and } \beta_1 = 1, \]
\[ H_1: \beta_0 \neq 0 \text{ or } \beta_1 \neq 1 \]

When the new test case generation method is used, the null hypothesis is accepted after 2,000 test cases 90% confidence for the slope and the intercept. However, when the random test case generation is used, the null hypothesis is accepted after 12,000 test cases.

According to the results, it is possible to conclude that the new method is more efficient in reducing the difference between the usage model and the test model. Therefore, with smaller test cases, the test model becomes similar to the usage model when the new test case generation is used.

4. Conclusion

In this paper, the new approach for reusing a software component is developed to solve the problems in testing for software reuse. This new approach is based on studies of software testing using Markov chain [6][10][11]. First of all, the differences are used to generate test cases and to measure the stopping criterion of testing instead of the probabilities. In addition, multiple test models are used to keep the test history, and the average frequencies are used to update the test model.

The case study shows that the new approach needs fewer test cases to reach the acceptance point when comparing to the existing method. For both methods, the slope gets close to one, and the intercept is getting close to zero when test cases are applied. However, when the new method is used, the results are always better, and the estimated values are more precise.

This new approach will be useful for software engineers when they reuse software components. In this method, the statistical approach is used to decide if more testing is needed for software reuse based on the information of the usage model and the test model. In addition, when additional testing is required, the differences are used to generate test cases. Because all methods use mathematical approach, it is easy to automate. The automation will help engineers save time and effort in reusing software components.
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