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Abstract
The purpose of the research is to solve the problem of automating time & schedule management by the user in office or development environment. Maintaining timelog manually is difficult task for the users that are following the Personal Software Process (PSP). In this paper we have discussed the difficulties in automating this task and proposed a solution for this problem.

1. Introduction
In a typical organization, for the projects to become successful, the developers and the teams have to be efficient. For the developers to be efficient, they have to adopt the practices given by personal software process (PSP) and Team Software Process (TSP). The usual structure of the project teams consists of developers and other team worker. One of the requirements of the personal software process is managing the time. For the time management, the PSP & TSP directs the developers and the other team members to record their daily time activity in a standard time log. The purpose of recording the time is to let the developers control and spent their time more properly and systematically. As part of the standard time log, the developers have to keep a record of their programming errors and time spent on each activity. Even for the average team members, who are not working as a developer, also have to keep track of their time. To maintain track of the time, most users either record the time manually or electronically. For recording the time electronically, various applications exist, even a simple MS Excel sheet can be used for this purpose. However, to enter the time record manually in such application is itself a problem. First of all, recording time itself is an overhead which the users have to do after every task and secondly even if the user enters the time & activity manually in such application, then it may contain error since the humans tend to forget the details. So automating the time and user activity is important since it can greatly reduce the burden on the developer’s side.

The general PSP user has to maintain two types of daily timelog (Planned time and Actual timelog). The planned timelog contains the list of activities planned at certain time while the actual timelog contains the activities and their actual time related information. Besides the daily timelog, the user has to complete the weekly activity as well.

Another important focus of our research is on solving the meeting scheduling conflicts between users in an organization. In an organization, people may have different opinions and priorities for a certain meeting at some time. Due to this, scheduling and holding a meeting at some certain time is difficult due to the time conflicts. Many methods have been devised to solve the meeting scheduling problem. The algorithm we plan to use is the customized Clarke Tax algorithm [1].

This paper is divided into four sections. Section 2 describes the related work, Section 3 describes the approach, Section 4 describes the results obtained followed by conclusion.

2. Related Work

The SEI provides the standard timelog template to be used for the PSP process (Table 1). Various tools have tried to automate the PSP time log such as Process Dashboard [2], Hackystat [3] and PSPA [4] provides the sensors for automated time collection but they have some limitations. Hyunil et al proposed a data collection sensor for the Eclipse IDE for supporting the PSP/TSP[5]. The purpose of this IDE sensor was to collect and process the data automatically. Their proposed sensor gathered many information such as defect log, time log etc. Although the information collected by that sensor is useful, yet that sensor can only record the time log during the time when the user is
doing programming in the Eclipse IDE. It cannot gather the time information when the user is doing some other task other than coding. Like what if the same developer is involved in requirement gathering, requirement elicitation or any other project activity? so they will not be able to record their time automatically using such sensor.

One approach is to develop several sensor applications for several different tasks which is not feasible in terms of managing all the applications simultaneously. Like the software development cycle consists of many activities such as requirement gathering, elicitation, Software architecture, Implementation, Testing, and Documentation etc. So in entire development life cycle, managing lots of individual tools is a difficult task. So the other approach is to develop a single solution that can be used in different occasions. In this paper, we have also proposed how the voice recognition feature can be used to collect the time related information from the user.

Table 1 SEI timelog template for PSP

<table>
<thead>
<tr>
<th>Date</th>
<th>Start (time)</th>
<th>Stop (time)</th>
<th>Interruption Time</th>
<th>Delta Time</th>
<th>Phase/Activity</th>
<th>Comments</th>
<th>Completed (C)</th>
<th>Units (U)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3. Proposed Approach

Our research focus is on developing a system that can help the users that are following the PSP and TSP to automatically record the time log information as managing the timelog manually is a time consuming and error prone process. So to automate the data collection from the user, we can use the voice recognition to record the activity, a person is doing at certain period of time. The voice recognition gives a lot of flexibility to the user to speak his activity on microphone while working on his own task. Since all team members following the PSP use the PC, so recording the activity of each user will not be a problem and this approach can work for any team member belonging to any software development life cycle phase.

Based upon the user conversation in Figure 1, the system would be able to generate the actual time log. Table 2 and Table 3 shows the actual timelog vs. the planned timelog.

Table 2 Actual time log

<table>
<thead>
<tr>
<th>Date</th>
<th>Start (time)</th>
<th>Stop (time)</th>
<th>Interruption Time</th>
<th>Delta Time</th>
<th>Phase/Activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>01/01/2008</td>
<td>10:00 AM</td>
<td>11:30 AM</td>
<td></td>
<td>10</td>
<td>80 Meeting 1</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>12:00 PM</td>
<td>01:00 PM</td>
<td></td>
<td>60</td>
<td>Workshop</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>01:15 PM</td>
<td>02:25 PM</td>
<td></td>
<td>70</td>
<td>Class # 1</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>02:40 PM</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>01/01/2008</td>
<td>04:30 PM</td>
<td></td>
<td></td>
<td></td>
<td>Dinner</td>
</tr>
</tbody>
</table>
Table 3 Planned time log

<table>
<thead>
<tr>
<th>Date</th>
<th>Start</th>
<th>Stop</th>
<th>Delta Time</th>
<th>Phase / Activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>01/01/2008</td>
<td>9:30 AM</td>
<td>11:00 AM</td>
<td>90</td>
<td>Meeting 1</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>11:30 AM</td>
<td>12:30 PM</td>
<td>60</td>
<td>Workshop</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>01:00 PM</td>
<td>2:30 PM</td>
<td>85</td>
<td>Class # 1</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>02:30 PM</td>
<td>4:00 PM</td>
<td>90</td>
<td>Class # 2</td>
</tr>
<tr>
<td>01/01/2008</td>
<td>04:00 PM</td>
<td>5:00 PM</td>
<td>60</td>
<td>Workshop # 2</td>
</tr>
</tbody>
</table>

Although the use of the voice recognition solved the problem of the automatic data collection for time log but now the problem is to check the validity of the entries in the timelog and more than that how to solve the problems of conflicts in plan and the actual time log. The problems of the timelog validity can be divided into the problems of temporal data entry and constraints satisfaction.

For the problems related with temporal databases, suppose the user wants to know that what he did at 11:25 AM, then the system will respond back that the user was in Meeting 1 based upon the Actual timelog. But if the user ask the system what he did at 11:31 AM then the system would be confused what could be the answer? On the basis of planned timelog, the user was supposed to be in the workshop but the actual timelog shows no entry of the user activity. It could be that the user is still in Meeting 1. So to solve such problems, we can use the temporal databases. The further research on temporal databases will be our future work.

Constraints among the tasks can also create problems for the validity of the output. Each tasks can have predecessor, successors and a minimum duration. For example if there is a meeting that starts at 10:00 AM and after 5 min there is another entry Break Start, then there are two assumptions that can be made.

If the two activities are disjoint activities then the duration between them should be more than minimum duration of the initial task minimum duration. Like meeting and lunch are two disjoint activities and assume that the minimum duration of Meeting is 10 min, but if these two activities exist such that the time difference between them is 5 min, then there is a conflict (Figure 2).

If the two activities are not disjoint activities (i.e. their time can overlap each other) then the initial task should be the parent of the second task. For example meeting and break are disjoint activities, i.e. a break can come during meeting but a meeting cannot come during the break. So in this case, meeting should be the parent of break but this scenario is possible and it will not be regarded as a conflict (Figure 3).

Constraints among the tasks follows the rules of the Allen’s Interval Algebra [7].

4. Results

In the first part of the proposed system, we have built speech recognition based system. The system matches the words for recognition. A list of all the tasks are stored in a database file. The user interface of the system is being built in C# while the Microsoft Speech API (SAPI) is used for voice recognition and MySQL for the database storage (Figure 4).

There are three main advantages of our voice sensor approach over the manual data collection approach. There were two manual approaches. One being paper based data collection and
the other being using some data entry software to record data. The manual data collection approach used to be an overhead for the developers but in our system the developer doesn’t have to write anything. Daily life speaking activity is much easy and informal as compared to writing some information which requires a user to stop doing his task and write his task and then continue his activity. The second advantage is that the manual data collection approach may contain errors since user may forget or skip the exact details about an activity. The voice sensor approach does not require the users to memorize his tasks and since every activity is recorded so it contains less error than the manual approach. Finally, it was difficult to extract the information in the manual data collection since the system was only used for data entry but our approach consists of a reasoning engine which, when ready, allows the system to intelligently recognize the activities and extract the relevant information.

The activity detail recorded by voice sensor is shown in the form of time log (Fig 5). Although this time log represent all the user activities but our final goal is to generate the PSP time log (Table 1). To convert the obtained timelog into the PSP time log, we are developing a framework which will used temporal reasoning to generate the desired PSP time log.

![Figure 5 Time Log generated by Voice sensor](image)

5. Conclusion

In this paper, we have proposed a voice recognition based time data collection system for the personal software process (PSP). Our proposed system takes care of the validity and constraints among the tasks. We have already developed the first part of the system i.e. voice recognition based application. In the second part of the system, we will solve the temporal database aspect of this problem and also implement a meeting schedule conflict resolver system based upon the Clarke tax algorithm [1].
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